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**Introduction**

      在一棵树中查找一对结点的最近公共祖先(LCA)的问题在20世纪末期已经被仔细的研究过了，并且它现在已经成为算法中图论的基本算法了。这个问题之所以有趣并不是因为处理它的算法很有技巧，而是因为它在字符串处理和生物学计算中的广泛应用，例如，当LCA和后缀树或者其他树形结构在一起使用时。[Harel and Tarjan](http://www.topcoder.com/tc?module=LinkTracking&link=http://siamdl.aip.org/getabs/servlet/GetabsServlet?prog=normal%26id=SMJCAT000013000002000338000001%26idtype=cvips%26gifs=Yes&refer=)是首先深入研究这个问题的人，他们得出：在对输入树LCA进行线性处理后，查询可以在常数时间内得到答案。他们的工作已经得到了广泛的延伸，这篇教程将展示一些有趣的方法，而它们还也可以用在其他的问题上。

      让我们考虑一个不太抽象的LCA的例子：生命树。地球上当前的居住者是由其他物种进化而来已经是一个不争的事实。这种进化结构可以表示成一棵树，其中节点表示物种，而它的孩子结点表示从该物种直接进化得到的物种。现在通过在树中查找一些结点的LCA把具有相似特征的物种划分成组，我们可以找出两个物种共同的祖先，并且我们可以知道它们所拥有的相似特征是来自于那个祖先。

      Range Minimum Query(RMQ)被用在数组中用来查找两个指定索引中具有最小值的元素的位置。我们后面将会看到LCA问题可以归约成一个带限制的RMQ问题，其中相邻的数组元素相差1。

      尽管如此, RMQ并不是仅仅和LCA一起用的。当他们在和后缀数组（一个新的数据结构，它支持和后缀树同等效率的字符串查询，但是使用更少的内存且编码很简单）一起使用时，在字符串处理中扮演着相当重要的角色。

      在这篇教程中，我们将首先讨论RMQ。我们将给出解决这个问题的多种方法--有一些速度比较慢但是容易编码，而其他的则更快。在第二部分我们将讨论LCA和RMQ之间的关系。首先我们先回顾一下不使用RMQ来解决LCA的两个简单方法；然后我们将指出RMQ和LCA问题其实是等价的；并且，最后，我们将看到RMQ问题怎样规约成它的限制版本，并且对于这个特殊情况给出一个最快的算法。

**Notations**      假设一个算法预处理时间为 **f(n)**，查询时间为**g(n)**。这个算法复杂度的标记为**<f(n), g(n)>**。我们将用**RMQA(i, j)**来表示数组中索引i和j之间最小值的位置。 **u**和**v**的离树T根结点最远的公共祖先用**LCAT(u, v)**表示。  
  
**Range Minimum Query(RMQ)**      给定数组**A[0, N-1]**找出给定的两个索引间的最小值的位置。
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**Trivial algorithms for RMQ**

       对每一对索引**(i, j)**，将**RMQA(i, j)**存储在**M[0, N-1][0, N-1]**表中。普通的计算将得到一个**<O(N3), O(1)>** 复杂度的算法。尽管如此，通过使用一个简单的动态规划方法，我们可以将复杂度降低到**<O(N2), O(1)>**。预处理的函数和下面差不多：
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这个普通的算法相当的慢并且使用 **O(N2)**的空间，对于大数据它是无法工作的。

**An <O(N), O(sqrt(N))> solution**

  一个比较有趣的点子是把向量分割成**sqrt(N)**大小的段。我们将在**M[0,sqrt(N)-1]**为每一个段保存最小值的位置。

**M**可以很容易的在**O(N)**时间内预处理。下面是一个例子：
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       现在让我们看看怎样计算**RMQA(i, j)**。想法是遍历所有在区间中的**sqrt(N)**段的最小值，并且和区间相交的前半和后半部分。为了计算上图中的**RMQA(2,7)**,我们应该比较**A[2]**, **A[M[1]]**, **A[6]** 和**A[7]**，并且获得最小值的位置。可以很容易的看出这个算法每一次查询不会超过**3 \* sqrt(N)**次操作。

      这个方法最大的有点是能够快速的编码（对于TopCoder类型的比赛），并且你可以把它改成问题的动态版本（你可以在查询中间改变元素）。  
  
**Sparse Table (ST) algorithm**

     一个更好的方法预处理**RMQ** 是对**2k**的长度的子数组进行动态规划。我们将使用数组**M[0, N-1][0, logN]**进行保存，其中**M[i][j]**是以**i** 开始，长度为 **2j**的子数组的最小值的索引。下面是一个例子

![http://www.topcoder.com/i/education/lca/RMQ_003.gif](data:image/gif;base64,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)

为了计算**M[i][j]**我们必须找到前半段区间和后半段区间的最小值。很明显小的片段有这**2j - 1** 长度，因此递归如下：

![http://www.topcoder.com/i/education/lca/RMQ_007.gif](data:image/gif;base64,R0lGODlhNwI9AHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAMABAAsAjUAgAAAAAAAAAL/hI+py+0PXQix2ouz3rz7D4biSJbmiaYqQK3uC8fyTNf2jedLq/f+DwwKI7yh8chCKpfMZq+ImUCdVNm0is1qt6gr9wvygsfkMlhsTj/Q6rb73Zl42HA3vY7P65Pxvf7uFyjIdSVlKAY4qJWo2OhoxMgQ+cg0SXmJOWOZsJkpxCanIMUZKhk6mgKFulK0ilD6Cusqegp70lrbOXcwa2Dra9v7IcwbFqKaq4LcQpxGF1wouuNLxCGsayErgSzd/UpdvdHbSlOKBj3NOVwsOfwb9c4crnH9jffM7b0GrpyeysdvRz57EOS5mELOCsBzAwlmK+gwIo5oAP/pw9YEVMV3/xUlBOziD2TCabhCeuwIUh27ChiT8EC00cukSAlbjqBoc9/FPBpfogxY7yepXfpMGPz4zSdFXr+ObiPqEBDHKPxgKm3HVOMFXDlF4CyIbalQZ/sMyiwK7k5YkyWcWk3LFqXTk9Z2rnl5aGo6n+3MYpWokmWlvfPEhex65BxcmID5PDOV92/jY4Ya+z0b2J5agZElA33qtTJSuC4bqILc2fSNvFO/6iSVGu1GnicpzI2I+THUyetWCpV3G6nr13UzM/RKMLdj1bxHx4VEmLhhu3UUs+BrUrl0es+N+c6NPfPo4LKpGgeb9ZDgleB9i9e9Hclw5n2ox4PGkJleWjYZX/93/tl83W01YH3f+XMKfdQgBKB700XFki6njcdUg+RoRddYPwhYnnnnVRhLXAxqiNsxqDlGTEnRKShOU8BQlkt4wMihXzxDdQOfNcE0J16EMQo3So2YvRgfbM34ME6DJBLh4ncNOYjVJv3dtB6GbUF5i3cQLYnYgROZ6IlmRWq5UEyeMSdlGF1JReGS9XWZYXFbamcUj6yAGSZpKsHpZWkLepakmzvOgdiRqMxyJKF83hWWXoc2tZ+ONeaQKJOLLpJMLIs+etVyIuK4HpSsDZlnqaaeCsRlLP5EXo8YRYpqrLLOCqZtAI64Z2FKRkhrr77+Wpw5q3LIViGsjQlsssr/+oqXheqMmCOWGVxaBbXLXvtIZUICSmyPbupKiKTYjksumbVt6S13mFhbbrumsvmbc1Ou62699m6T34z8cYbnF7DGeW/AAg9GxloDH4wwdGPIdGyBCT8M8QvsStxbxBZfTDFosG1MQqKv9nvdpBZlhTEhE1+Lz42uVuyfgeKCiu60Npa8RZcn/4FeiB2uSl26W/0bX6tU7kzzJ3YWTaKtIBLtcLo3x8wOu2IhndjRSPdUDKkee+gpkiuaZrDPVNuwStlE6vufaAvaZk7ZQF+CddcrAxxnpZp8zTOBTI8Ng7ABoliVrX7zpZTQeVoHHIsMN5y3xIzLZvhvjwP2NN8KpbrlKeETJlhmcsye2+qEdDftNcyj6y225RlHrbNZMpamtJmAf47m6+5Fe6Z8eJNOd+WqfzhbWoO23nnhvp9BH+eSxZ478FWb3jzX0v5+EIiJ/0k4gld1+m0miyuttnG482f3RE1a2SK0x6vuyqFLm+2NimqX78mapxq+6fTU75/q0KUGF7k38W+ASljT23iSKZLd4oAEbGA5HAjBCL6BgRKsoL0KAAA7)

预处理的函数如下：

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)void process2(int M[MAXN][LOGMAXN], int A[MAXN], int N)

![http://www.cnblogs.com/Images/OutliningIndicators/ExpandedBlockStart.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIgnI8mId2snBRxtoRV2ByO1W1URpYmGI5op4ai5o7mXAAAOw==)  {

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)      int i, j;

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)   

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)  //initialize M for the intervals with length 1

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)      for (i = 0; i < N; i++)

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)          M[i][0] = i;

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)  //compute values from smaller to bigger intervals

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)      for (j = 1; 1 << j <= N; j++)

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)          for (i = 0; i + (1 << j) - 1 < N; i++)

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)              if (A[M[i][j - 1]] < A[M[i + (1 << (j - 1))][j - 1]])

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)                  M[i][j] = M[i][j - 1];

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)              else

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)                  M[i][j] = M[i + (1 << (j - 1))][j - 1];

![http://www.cnblogs.com/Images/OutliningIndicators/ExpandedBlockEnd.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIVnC2nJ+2blpyIVovziJRPL4HaSC4FADs=)  }  

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)

一旦我们预处理了这些值，让我们看看怎样使用它们去计算**RMQA(i, j)**。思路是选择两个能够完全覆盖区间**[i..j]**的块并且找到它们之间的最小值。设**k = [log(j - i + 1)]**.。为了计算**RMQA(i, j)** 我们可以使用下面的公式

![http://www.topcoder.com/i/education/lca/RMQ_005.gif](data:image/gif;base64,R0lGODlh6AE7AHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAMABADgATMAgAAAAAAAAAL/hI+py+0PYwpB2ouz3rz7D4biSJbmiS5VyrbuC8fyTNf2sd76zvf+DwyKcsKi8YiMUZLMEbEJjUqnE6pV8rxqt9xZtqv9gsfkskZsjqLT7Ha6Qlm6m+u5/T6F4+n7vh+q93eEJjexFKcih4iTtSjIseJoUIiAKMkYSUkJsHhZkvm0OXkoCrnpmQE6SiTaWbq3dpoTWsWpwlD36KCIGzpbizN5q8CawptoGIybqiycu6spTLzcLBjrWz38JfasOx3ZmyzdAD5tPv5pq06Mjf5RvB5IPa++Td/NRrjOCU/uvg/Mm4VA9lj1o9boXgR8lerdMtjwRDl+D2JFTKhQl75f//0uTQwW56BACOUKgozIjxZAWyGr1XlVUZpJZyjFQTqz6+I3SSL9bJRZE+BHmudGkgT6Dak7lQkx/mOEKaRFh0mpPr2KZcNUpSeLMjTDDajKf0PlBTRKruXKkkKDWiUacNtXQ53MgRt7NqVUeguleoJHK2w2nwjf7sPoSzBaf8oQG+5ZtlRPilp11iKYF+vRm4y5psz4SHAhvI4bKl48zHO9XzVLd42bNqpar2RHZTt9YW5ml0tXops1mzLdqBh06y7a7BhKs2857kbNFJjy5G0Pv7YOLfdl6UN9H5+8OWPH6r9dtiufVbPlDo0sreroOh7i427UtjR46P3y+MBhh/+Hpoh7xIEy2Xd7MdMLa/DRRh1UlbDmVmqVsUdhTr51Rl9oEzKGD3jp4IRcEd1ZOM54ED31TIYXYpHhS+pth9pCGxaW3oshfNcYHytKCGExzqEYHirsRNiXB6i4kouQMSaYimQBvvTkC0qmBQdMPyBJUpT6mYYUbhLu2Bo7fj23ZJlmclGWWIOBid5/bIZzZpxyXgGhQxPZ8183eBWn4px+/ulCnZk0SGSJhZ7V3phfAspoozZEZ9th/cVmaJIhapeElY5uOsdsYxJIXE6AnYiokTpyiiqgemK3KHkzDpJqrH460opHPPZmaqay7nomcKJd+uCer4qoF6/GzkpKn0P/MMHcsc4+y4Ky0b4JbbXWgoiMmJ/dKEufvq7y4HDXdirtsdfYtFWNPrJ3CpDAjktGuWsyem64Ng60XrPPQZqZvPD24OG/fHHp4L0gTkoict15KTCdhzb8rjxmEdLisLfV5inEeYw2WqTgUhRcldsW+7GZPzWXcHGcfbnwWhoD0iOXg8rHkoI5OjPiYr+ytC9dB75LpaIXt4Xny7reTNSdHsvEFq7UaqjNY52pXCHLS0lm9NFIU1ZSnTRJbO/MvSLktT4IVq1wb0VnTSyh8ZRM1l1IV+lvPqlNd5VxD09dKqsTsw1rpHJ/vXVyzv34NNTBEsTTwH0Fh6m2WyPMNOBBNfCkHMdeG+qgp5oaVXGrlxu8ueWmO7yyYUbkHPXprm/RopZIYAng67ajeXvuun9S9+6+61AAADs=)

So, the overall complexity of the algorithm is **<O(N logN), O(1)>**。  
  
**Segment trees**

     为了解决RMQ问题我们也可以使用线段树。线段树是一个类似堆的数据结构，可以在基于区间数组上用对数时间进行更新和查询操作。我们用下面递归方式来定义线段树的**[i, j]**区间：

* 第一个结点将保存区间**[i, j]**区间的信息
* 如果i<j 左右的孩子结点将保存区间**[i, (i+j)/2]**和**[(i+j)/2+1, j]**的信息

      注意具有**N**个区间元素的线段树的高度为**[logN] + 1**。下面是区间[0,9]的线段树：

![http://www.topcoder.com/i/education/lca/RMQ_004.gif](data:image/gif;base64,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)

线段树和堆具有相同的结构，因此我们定义**x**是一个非叶结点，那么左孩子结点为**2\*x**,而右孩子结点为**2\*x+1**。

 使用线段树解决RMQ问题，我们应该使用数组 **M[1, 2 \* 2[logN] + 1]**，这里**M[i]**保存结点i区间最小值的位置。初始时**M**的所有元素为**-1**。树应当用下面的函数进行初始化(**b**和**e**是当前区间的范围):

**![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)void initialize(int node, int b, int e, int M[MAXIND], int A[MAXN], int N)**

**![http://www.cnblogs.com/Images/OutliningIndicators/ExpandedBlockStart.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIgnI8mId2snBRxtoRV2ByO1W1URpYmGI5op4ai5o7mXAAAOw==){**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)if (b == e)**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)M[node] = b;**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    else**

**![http://www.cnblogs.com/Images/OutliningIndicators/ExpandedSubBlockStart.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIknC13EuLe0Jtp0KlQtqH7yH1dpZCbdS4bI4KsWL1f3IJlqikFADs=)     {**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//compute the values in the left and right subtrees**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)        initialize(2 \* node, b, (b + e) / 2, M, A, N);**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)        initialize(2 \* node + 1, (b + e) / 2 + 1, e, M, A, N);**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//search for the minimum value in the first and**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//second half of the interval**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)        if (A[M[2 \* node]] <= A[M[2 \* node + 1]])**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)            M[node] = M[2 \* node];**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)        else**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)            M[node] = M[2 \* node + 1];**

**![http://www.cnblogs.com/Images/OutliningIndicators/ExpandedSubBlockEnd.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIYnC2nJ+2blooSVXZtppVLD2UDOIkkti0FADs=)    }**

**![http://www.cnblogs.com/Images/OutliningIndicators/ExpandedBlockEnd.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIVnC2nJ+2blpyIVovziJRPL4HaSC4FADs=)}**

**![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)**

      上面的函数映射出了这棵树建造的方式。当计算一些区间的最小值位置时，我们应当首先查看子结点的值。调用函数的时候使用 **node = 1**, **b = 0**和**e  = N-1**。

      现在我们可以开始进行查询了。如果我们想要查找区间**[i, j]**中的最小值的位置时，我们可以使用下一个简单的函数：

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)  int query(int node, int b, int e, int M[MAXIND], int A[MAXN], int i, int j)

![http://www.cnblogs.com/Images/OutliningIndicators/ExpandedBlockStart.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIgnI8mId2snBRxtoRV2ByO1W1URpYmGI5op4ai5o7mXAAAOw==){

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)int p1, p2;

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==) 

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==) 

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//if the current interval doesn't intersect

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//the query interval return -1

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    if (i > e || j < b)

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)        return -1;

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==) 

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//if the current interval is included in

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//the query interval return M[node]

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    if (b >= i && e <= j)

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)        return M[node];

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==) 

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//compute the minimum position in the

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//left and right part of the interval

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    p1 = query(2 \* node, b, (b + e) / 2, M, A, i, j);

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    p2 = query(2 \* node + 1, (b + e) / 2 + 1, e, M, A, i, j);

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==) 

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//return the position where the overall

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//minimum is

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    if (p1 == -1)

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)        return M[node] = p2;

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    if (p2 == -1)

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)        return M[node] = p1;

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    if (A[p1] <= A[p2])

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)        return M[node] = p1;

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    return M[node] = p2;

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==) 

![http://www.cnblogs.com/Images/OutliningIndicators/ExpandedBlockEnd.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIVnC2nJ+2blpyIVovziJRPL4HaSC4FADs=)}

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)

     你应该使用**node = 1**, **b = 0**和**e = N - 1**来调用这个函数，因为分配给第一个结点的区间是**[0, N-1]**。

     可以很容易的看出任何查询都可以在**O(log N)**内完成。注意当我们碰到完整的in/out区间时我们停止了，因此数中的路径最多分裂一次。用线段树我们获得了**<O(N), O(logN)>**的算法。线段树非常强大，不仅仅是因为它能够用在RMQ上，

还因为它是一个非常灵活的数据结构，它能够解决动态版本的RMQ问题和大量的区间搜索问题。  
  
**Lowest Common Ancestor (LCA)**

      给定一棵树**T**和两个节点**u**和**v**，找出**u**和**v**的离根节点最远的公共祖先。下面是一个例子（这篇教程中所有的例子中树的根结点均为1）:

![http://www.topcoder.com/i/education/lca/LCA_001.gif](data:image/gif;base64,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)

**An <O(N), O(sqrt(N))> solution**

      将输入分成同等大小的部分来解决RMQ问题是一个很有趣的方法。这个方法对LCA问题同样适用。大致思想是将树分成**sqrt(H)**个部分，其中**H**是树的高度。因此第一个段将包含**0**到**sqrt(H)-1**层，第二个段则包含**sqrt(H)**到**2\*sqrt(H)-1**层，依次下去。下面给出了样例中的树是如何被分割的：

![http://www.topcoder.com/i/education/lca/LCA_002.gif](data:image/gif;base64,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)

      现在，对于每一个结点，我们应该知道每一个段的在上一层中的祖先。我们将预处理这些值，并将他们存储在**P[1, MAXN]**中。下面是对于样例中的树的P数组内容(为了简化，对于在第一个段中的所有结点**i**,**P[i]=1**):

![http://www.topcoder.com/i/education/lca/LCA_003.gif](data:image/gif;base64,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)

      注意对于每一个段中的上面一部分,**P[i]=T[i]**。我们可以使用深度优先搜索对**P**进行预处理(**T[i]**是树中i结点的父亲结点，**nr**为**[sqrt(H)]**，**L[i]**是结点**i**所处的层的编号):

**![http://www.cnblogs.com/Images/OutliningIndicators/ExpandedBlockStart.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIgnI8mId2snBRxtoRV2ByO1W1URpYmGI5op4ai5o7mXAAAOw==)void dfs(int node, int T[MAXN], int N, int P[MAXN], int L[MAXN], int nr)  {**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)int k;**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//if node is situated in the first**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//section then P[node] = 1**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//if node is situated at the beginning**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//of some section then P[node] = T[node]**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//if none of those two cases occurs, then**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//P[node] = P[T[node]]**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)if (L[node] < nr)**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)         P[node] = 1;**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)else**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)        if(!(L[node] % nr))**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)              P[node] = T[node];**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)        else**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)              P[node] = P[T[node]];**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)for each son k of node**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)      dfs(k, T, N, P, L, nr);**

**![http://www.cnblogs.com/Images/OutliningIndicators/ExpandedBlockEnd.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIVnC2nJ+2blpyIVovziJRPL4HaSC4FADs=)}**

**![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)**

 现在，我们可以很容易的进行查询了。为了找到**LCA(x,y)**，我们首先找出它所在的段，然后再用普通的方法计算它。下面是代码：

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=) int LCA(int T[MAXN], int P[MAXN], int L[MAXN], int x, int y)

![http://www.cnblogs.com/Images/OutliningIndicators/ExpandedBlockStart.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIgnI8mId2snBRxtoRV2ByO1W1URpYmGI5op4ai5o7mXAAAOw==){

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//as long as the node in the next section of

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//x and y is not one common ancestor

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//we get the node situated on the smaller

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//lever closer

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    while (P[x] != P[y])

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)          if (L[x] > L[y])

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)x = P[x];

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)          else

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)                y = P[y];

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)          

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//now they are in the same section, so we trivially compute the LCA

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)while (x != y)

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)          if (L[x] > L[y])

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)             x = T[x];

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)          else

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)             y = T[y];

![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)      return x;

![http://www.cnblogs.com/Images/OutliningIndicators/ExpandedBlockEnd.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIVnC2nJ+2blpyIVovziJRPL4HaSC4FADs=)}

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)

      这个函数最多执行**2 \* sqrt(H)**次操作。通过使用这个方法，我们得到了**<O(N), O(sqrt(H))>**的算法，这里**H**指的是树的高度。在最坏的情况下**H=N**，因此总的复杂度为**<O(N), O(sqrt(N))>**。这个算法的主要好处是易于编码(Division1中的程序员应该在15分钟内完成这段代码)。  
  
**Another easy solution in <O(N logN, O(logN)>**

    如果我们对这个需要一个更快的解决方法，我们可以使用动态规划。首先我们构建一张表**P[1,N][1,logN]**，这里**P[i][j]**指的是结点**i**的第**2j**个祖先。为了计算这个值，我们可以使用下面的递归：

![http://www.topcoder.com/i/education/lca/LCA_005.gif](data:image/gif;base64,R0lGODlhEQEwAHcAMSH+GlNvZnR3YXJlOiBNaWNyb3NvZnQgT2ZmaWNlACH5BAEAAAAALAMAAgAKASsAgAAAAAAAAAL/hI+py+0ewpu02ouz3rz7n0ngSJbmiaaqIa7uC8fyjLRKhOf4stP+D4sAP7ZE61hMDpfM2kZUbFaiLCdAQrVKt1yItvvIfq9hsPlsE5+rZW3voF7LQ3FGem6fKMd1vL8NpyNkNPYXF3VH+LeI0cdT6Hd4U+jIaFmpyHYJCEdp+al3I4gIiadGdURWCgqKOan6KZaTOWhVy9rqcbvZCOiKy/VrIXi1yzL41pB88SsJC2yomZK21/n8ah1Ch2oMHdltQt2GKXztfS6X5Ez+hO4+d4e0J1vNXP6Ov6IjfQ3l9TUK0b18BMM9ymZNFrYpBRs2QeXJHEJ+FMA5vKjvIEV//3kyFSMmCqPIF1lSzevokdnIlShm0SIlUWK5gSxrDhuHchUnmzwN/ktUsh2PfcuILQsExaK2Y0mblnAKTSnToVCPfhSqsVhOYyeV2avHMWfFWzRHzKQIz2ugrXXCmvXo9u1EXmjXBK0BEW+omBzA1u2QCA2nsjLuVsl7GG/XoUsRxtXbmG/hkgrnprPjklsPmAn/qQT4V7La0IUhIBbd5fRc1TArI92XEuhoprDhPhxre5HqjVnNPba81/Hfs8Bn9NkVOFJv3gt9D9fgly9x0kHCnCYcg3Psrf3qTpf2G/Vs7H1N/6RLe6FLgK3FTiFry/37VFp9uDaPfufsjoZ1xTRfjhV5n9VUiSNtgUfdTZ0tCEJ40yRIUIFSXUXVVBQSgUyGUGEo4DATOtRhTyKa8eGIIxYAADs=)

预处理的函数如下：

![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=) void process3(int N, int T[MAXN], int P[MAXN][LOGMAXN])  
![http://www.cnblogs.com/Images/OutliningIndicators/ExpandedBlockStart.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIgnI8mId2snBRxtoRV2ByO1W1URpYmGI5op4ai5o7mXAAAOw==){  
![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    int i, j;  
![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)   
![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//we initialize every element in P with -1  
![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    for (i = 0; i < N; i++)  
![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)        for (j = 0; 1 << j < N; j++)  
![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)            P[i][j] = -1;  
![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)   
![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//the first ancestor of every node i is T[i]  
![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    for (i = 0; i < N; i++)  
![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)        P[i][0] = T[i];  
![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)   
![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//bottom up dynamic programing  
![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)for (j = 1; 1 << j < N; j++)  
![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)       for (i = 0; i < N; i++)  
![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)           if (P[i][j - 1] != -1)  
![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)P[i][j] = P[P[i][j - 1]][j - 1];  
![http://www.cnblogs.com/Images/OutliningIndicators/ExpandedBlockEnd.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIVnC2nJ+2blpyIVovziJRPL4HaSC4FADs=)}  
![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)

这个过程将花费**O(N logN)** 的时间和空间。现在让我们看看如何查询。用**L[i]**来表示节点**i**在树中所处的层数。可以看到，如果**p**和**q**在树中的同一层中，我们可以使用一个类二分查找的方法进行搜索。因此，对于**2**的**j**次方(界于**log[L[p]**和**0**之间，降序)，如果**P[p][j] != P[q][j]**，那么可以知道**LCA(p, q)**必然在更高的层中，因此我们继续搜索**LCA(p = P[p][j], q = P[q][j])**。最后，**p**和**q**都有了相同的祖先，因此返回**T[p]**。让我们看看如果**L[p] != L[q]**的情况。 不妨假设**L[p] < L[q]**。我们可以使用类似的二分搜索方法来查找与**q**在同一层次的**p**的祖先，然后我们在用下面所描述的方法计算**LCA**。整个函数如下:

**![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)int query(int N, int P[MAXN][LOGMAXN], int T[MAXN],**

**![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)int L[MAXN], int p, int q)**

**![http://www.cnblogs.com/Images/OutliningIndicators/ExpandedBlockStart.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIgnI8mId2snBRxtoRV2ByO1W1URpYmGI5op4ai5o7mXAAAOw==){**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    int tmp, log, i;**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//if p is situated on a higher level than q then we swap them**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)if (L[p] < L[q])**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)tmp = p, p = q, q = tmp;**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//we compute the value of [log(L[p)]**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    for (log = 1; 1 << log <= L[p]; log++);**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    log--;**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//we find the ancestor of node p situated on the same level**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//with q using the values in P**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    for (i = log; i >= 0; i--)**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)        if (L[p] - (1 << i) >= L[q])**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)            p = P[p][i];**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    if (p == q)**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)        return p;**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//we compute LCA(p, q) using the values in P**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)for (i = log; i >= 0; i--)**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)        if (P[p][i] != -1 && P[p][i] != P[q][i])**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)            p = P[p][i], q = P[q][i];**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    return T[p];**

**![http://www.cnblogs.com/Images/OutliningIndicators/ExpandedBlockEnd.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIVnC2nJ+2blpyIVovziJRPL4HaSC4FADs=)}**

**![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)**

      现在，我们可以看到这个函数最多需要执行**2\*log(H)**次的操作，这里的H是树的高度。在最坏情况下**H=N**,因此总的时间复杂度为**<O(NlogN),O(logN)>**。这个方案非常易编码，并且它比前一个要快。  
  
**Reduction from LCA to RMQ**

     现在，让我们看看怎样用RMQ来计算LCA查询。事实上，我们可以在线性时间里将LCA问题规约到RMQ问题，因此每一个解决RMQ的问题都可以解决LCA问题。让我们通过例子来说明怎么规约的:

![http://www.topcoder.com/i/education/lca/LCA_006.gif](data:image/gif;base64,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)
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                                                                    点击放大图片  
      注意**LCAT(u, v)**是在对**T**进行dfs过程当中在访问**u**和**v**之间离根结点最近的点。因此我们可以考虑树的欧拉环游过程**u**和**v**之间所有的结点，并找到它们之间处于最低层的结点。为了达到这个目的，我们可以建立三个数组:  
  
**E[1, 2\*N-1]**  - 对**T**进行欧拉环游过程中所有访问到的结点;**E[i]**是在环游过程中第**i**个访问的结点  
**L[1,2\*N-1]** -  欧拉环游中访问到的结点所处的层数;**L[i]**是**E[i]**所在的层数  
**H[1, N] - H[i]**是**E**中结点**i**第一次出现的下标(任何出现i的地方都行，当然选第一个不会错)

    假定**H[u]<H[v]**(否则你要交换**u**和**v**)。可以很容易的看到**u**和**v**第一次出现的结点是**E[H[u]..H[v]]**。现

在，我们需要找到这些结点中的最低层。为了达到这个目的，我们可以使用**RMQ**。因此 **LCAT(u, v) = E[RMQL(H[u], H[v])]** (记住RMQ返回的是索引)，下面是**E,L,H**数组:
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注意L中连续的元素相差为1。  
  
**From RMQ to LCA**  
      我们已经看到了LCA问题可以在线性时间规约到RMQ问题。现在让我们来看看怎样把RMQ问题规约到LCA。这个意味着我们实际上可以把一般的RMQ问题规约到带约束的RMQ问题(这里相邻的元素相差1)。为了达到这个目的，我们需要使用笛卡尔树。  
      对于数组**A[0,N-1]**的笛卡尔树**C(A)**是一个二叉树，根节点是**A**的最小元素，假设**i**为**A**数组中最小元素的位置。当**i**>0时，这个笛卡尔树的左子结点是**A[0,i-1]**构成的笛卡尔树，其他情况没有左子结点。右结点类似的用**A[i+1,N-1]**定义。注意对于具有相同元素的数组**A**，笛卡尔树并不唯一。在这篇教程中，将会使用第一次出现的最小值，因此笛卡尔树看作唯一。可以很容易的看到**RMQA(i, j) = LCAC(i, j)**。  
下面是一个例子:
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![http://www.topcoder.com/i/education/lca/LCA_010.gif](data:image/gif;base64,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)

现在我们需要做的仅仅是用线性时间计算**C(A)**。这个可以使用栈来实现。初始栈为空。然后我们在栈中插入**A**的元素。在第**i**步,**A[i]**将会紧挨着栈中比**A[i]**小或者相等的元素插入,并且所有较大的元素将会被移除。在插入结束之前栈中**A[i]**位置前的元素将成为**i**的左儿子，**A[i]**将会成为它之后一个较小元素的右儿子。在每一步中，栈中的第一个元素总是笛卡尔树的根。  
如果使用栈来保存元素的索引而不是值，我们可以很轻松的建立树。下面是上述例子中每一步栈的状态:

|  |  |  |
| --- | --- | --- |
| Step | Stack | Modifications made in the tree |
| 0 | 0 | 0 is the only node in the tree. |
| 1 | 0 1 | 1 is added at the end of the stack. Now, 1 is the right son of 0. |
| 2 | 0 2 | 2 is added next to 0, and 1 is removed (A[2] < A[1]). Now, 2 is the right son of 0 and the left son of 2 is 1. |
| 3 | 3 | A[3] is the smallest element in the vector so far, so all elements in the stack will be removed and 3 will become the root of the tree. The left child of 3 is 0. |
| 4 | 3 4 | 4 is added next to 3, and the right son of 3 is 4. |
| 5 | 3 4 5 | 5 is added next to 4, and the right son of 4 is 5. |
| 6 | 3 4 5 6 | 6 is added next to 5, and the right son of 5 is 6. |
| 7 | 3 4 5 6 7 | 7 is added next to 6, and the right son of 6 is 7. |
| 8 | 3 8 | 8 is added next to 3, and all greater elements are removed. 8 is now the right child of 3 and the left child of 8 is 4. |
| 9 | 3 8 9 | 9 is added next to 8, and the right son of 8 is 9. |

     注意**A**中的每个元素最多被增加一次和最多被移除一次。因此上述算法的时间复杂度为**O(N)**。下面是树的处理函数：

**![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)void computeTree(int A[MAXN], int N, int T[MAXN])**

**![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)**

**![http://www.cnblogs.com/Images/OutliningIndicators/ExpandedBlockStart.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIgnI8mId2snBRxtoRV2ByO1W1URpYmGI5op4ai5o7mXAAAOw==){**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    int st[MAXN], i, k, top = -1;**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//we start with an empty stack**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//at step i we insert A[i] in the stack**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    for (i = 0; i < N; i++)**

**![http://www.cnblogs.com/Images/OutliningIndicators/ExpandedSubBlockStart.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIknC13EuLe0Jtp0KlQtqH7yH1dpZCbdS4bI4KsWL1f3IJlqikFADs=)    {**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//compute the position of the first element that is**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//equal or smaller than A[i]**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)        k = top;**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)        while (k >= 0 && A[st[k]] > A[i])**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)            k--;**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//we modify the tree as explained above**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)       if (k != -1)**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)            T[i] = st[k];**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)       if (k < top)**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)            T[st[k + 1]] = i;**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//we insert A[i] in the stack and remove**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//any bigger elements**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)        st[++k] = i;**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)        top = k;**

**![http://www.cnblogs.com/Images/OutliningIndicators/ExpandedSubBlockEnd.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIYnC2nJ+2blooSVXZtppVLD2UDOIkkti0FADs=)    }**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//the first element in the stack is the root of**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)//the tree, so it has no father**

**![http://www.cnblogs.com/Images/OutliningIndicators/InBlock.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIXnC2nl6vtUGRTVhix04u/OnjUBYrWUQAAOw==)    T[st[0]] = -1;**

**![http://www.cnblogs.com/Images/OutliningIndicators/ExpandedBlockEnd.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///4CAgP///yH5BAEAAAMALAAAAAALABAAQAIVnC2nJ+2blpyIVovziJRPL4HaSC4FADs=)}**

**![http://www.cnblogs.com/Images/OutliningIndicators/None.gif](data:image/gif;base64,R0lGODlhCwAQAJEAAAAAAP///////wAAACH5BAEAAAIALAAAAAALABAAQAIMlI+py+0Po5y02lQAADs=)**

**An<O(N), O(1)> algorithm for the restricted RMQ**

      现在我们知道了一般的RMQ问题可以使用LCA归约成约束版本。这里，数组中相邻的元素差值为1.我们可以使用一个更快的**<O(N), O(1)>**的算法。下面我们将在数组**A[0,N-1]**上解决RMQ问题，这里**|A[i]-A[i+1]|=1,i=[1,N-1]**。我们将把**A**转换为一个二元的有着**N-1**个元素的数组，其中**A[i]=A[i]-A[i+1]**。很显然A中的元素只有可能是**+1**或者**-1**。注意原来的**A[i]**的值现在是**A[1],A[2],...,A[i]**的和加上原来的**A[0]**。尽管如此，下面我们根本不需要原来的值。

      为了解决这个问题的约束版本，我们需要将**A**分成**l = [(log N) / 2]**的大小块.让**A'[i]**为**A**中第**i**块的最小值,**B[i]**为**A**中最小块值的位置。A和B的长度均为**N/l**。现在我们利用第一节中讨论的ST算法预处理A'数组。这个将花费**O(N/l \* log(N/l))=O(N)**的时间和空间。经过预处理之后，我们可以在O(1)时间内在很多块上进行查询。具体的查询过程和上面说过的一样。注意每个块的长度为**l=[(logN)/2]**，这个非常的小。同样，要注意A是一个二元数组。二元数组的总的元素的大小**l**满足**2l=sqrt(N)**。因此，对于每一个二元数组中的块**l**，我们需要在表**P**中查询每一对索引的RMQ。这个可以在**O(sqrt(N)\*l2)=O(N**) 的时间和空间内解决。为了索引表**P**，可以预处理**A**中的每一个块并且将其存储在数组**T[1,N/l]**中。块的类型可以成为一个二进制数如果把-1替换成0，把+1替换成1。  
  
    现在，对于询问 **RMQA(i, j)**我们有两种情况:

 **i**和**j**在同一个块中,因此我们使用在**P**和**T**中计算的值

 **i**和**j**在不同的块中，因此我们计算三个值:从**i**到**i**所在块的末尾的**P**和**T**中的最小值，所有**i**和**j**中块中的通过与处理得到的最小值以及从**j**所在块**i**和**j**在同一个块中,因此我们使用在**P**和**T**中计算的值**j**的**P**和**T**的最小值；最后我们我们只要计算三个值中最小值的位置即可。  
**Conclusion**  
      RMQ和LCA是密切相关的问题，因为他们互相之间都可以规约。有许多算法可以用来解决它们，并且他们适应于一类问题。  
  
下面是一些用来练习线段树，LCA和RMQ的题目:  
  
SRM 310 -> [Floating Median](http://www.topcoder.com/stat?c=problem_statement&pm=6551&rd=9990)  
<http://www.topcoder.com/tc?module=LinkTracking&link=http://acm.pku.edu.cn/JudgeOnline/problem?id=1986&refer=>  
<http://www.topcoder.com/tc?module=LinkTracking&link=http://acm.pku.edu.cn/JudgeOnline/problem?id=2374&refer=>  
<http://www.topcoder.com/tc?module=LinkTracking&link=http://acmicpc-live-archive.uva.es/nuevoportal/data/problem.php?p=2045&refer=>  
<http://www.topcoder.com/tc?module=LinkTracking&link=http://acm.pku.edu.cn/JudgeOnline/problem?id=2763&refer=>  
<http://www.topcoder.com/tc?module=LinkTracking&link=http://www.spoj.pl/problems/QTREE2/&refer=>  
<http://www.topcoder.com/tc?module=LinkTracking&link=http://acm.uva.es/p/v109/10938.html&refer=>  
<http://www.topcoder.com/tc?module=LinkTracking&link=http://acm.sgu.ru/problem.php?contest=0%26problem=155&refer=>  
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